
An overview of COSMIC-FFP field trial results

Abran A., Symons C., Oligny S.,

November 2000

Abstract

The Common Software Measurement International Consortium (COSMIC) was formed in
1998 to design and bring to market a new generation of software measurement methods.  The
COSMIC group reviewed existing functional size measurement methods, studied their
commonalities, and proposed the basic principles on which a new generation of software
functional size measurement methods could be based. In November of 1999, the group
published version 2.0 of COSMIC-FFP, a measurement method implementing these principles,
and put its measurement manual on the Web for public access.  Over the past year, industrial
organizations have contributed data in the context of COSMIC field trials.  This report present
an overview of the field trial results, including an analysis of the relationship of effort with
respect to the software functional  size, measured in COSMIC-FFP size units.  The data set is
described, as well as the constraints for the interpretation of the results.

1. Context
Quantifying the size of software is generally recognized as one of the keys to adequate estimation

of effort, cost and schedule of software projects.  Source lines of code was the first generally
accepted measure for this purpose and is still used extensively, as demonstrated by the many
estimation models that include this measure as a key parameter [1, 2]. As a measure of software size
though, the source code measure carries some inherent limitations, and this has been recognized by
software engineering practitioners and researchers alike [3]. Among the practitioners, Allan Albrecht
was the first to propose, over 20 years ago, a new way of quantifying software size based on the
user’s view of the software [4]. Albrecht’s 1979 method, now referred to as the IFPUG method, is
still used today and provides useful results in many organizations, but it also has some limitations and
these have been well documented over the past 15 years.  One of these limitations is the difficulty of
applying such a method outside the MIS domain, as documented by [3, 5, 6, 7, 9, 10, 11, 12, 13, 14].
In 1996, the industry sponsored the development of an IFPUG extension for real-time and embedded
software, which was put into the public domain under the name of Full Function Points [8, 15, 16].

Building on the strengths of this work and with the support of the industry, the Common Software
Measurement International Consortium (COSMIC) was formed in 1998 to design and bring to market
a new generation of software measurement methods.  The first functional sizing method should be
designed to work equally well for ‘data-rich’ business/MIS software and for ‘control-rich’ or ‘real-
time’ software, that is software which is to be found in telecoms, avionics, process control, embedded
and operating systems.  The method should be able to size such software in any layer or peer-item of
a multi-layer and/or multi-tier architecture.  It is not designed to measure functionality of software
which is ‘algorithm-rich’, that is software which is dominated by complex mathematics.

The COSMIC group reviewed existing methods (IFPUG, MarkII [17], NESMA [18] and version
1.0 of the Full Function Point methods [8]), studied their commonalties, and proposed the basic
principles on which a new generation of software functional size measurement method could be
based [19, 20, 21]. In November of 1999, the group published version 2.0 of COSMIC-FFP [23], a
measurement method implementing these principles, and put its measurement manual on the Web for
public access. Overall, close to 40 people from 8 countries participated in the design of this
measurement method. The Measurement Manual, describing the method, is available in English,
French, Japanese and Spanish. The purpose of this paper is to introduce the COSMIC-FFP functional
size measurement method and to present some results of the field trials, gathered over the past year.



2. The measurement method

2.1. COSMIC-FFP measurement systems
The COSMIC-FFP measurement method explicitly defines a measurement system which includes

a measurement principle, base functional components, a standard unit of measure and an aggregation
function.

• Measurement principle: based on the COSMIC-FFP generic software model (Figure  1), the
method, through a defined set of rules and procedures, produces a numerical figure to
represent the functional size of this model. These rules implement the principle that the
functional size of a piece of software is directly proportional to the number of its data-moving
sub-processes. By convention, this numerical figure is then extended to represent the
COSMIC-FFP functional size of the software itself.

Figure 1:  COSMIC-FFP generic software model

• Base functional components: version 2.0 of the COSMIC-FFP measurement method uses
only four types of data-moving sub-processes, referred to as base functional components in
ISO/IEC 14143-1 [22]: entry, exit, read and write; each one is defined in [23].

• Standard unit of measurement: the standard unit of measurement, that is, 1 Cfsu, is defined
by convention as equivalent to one single data movement type at the sub-process level.

• Aggregation function: The functional size of the data movement base functional components
can be combined to obtain the size of any higher-level functional structures such as that of
functional processes, components within layers or whole applications. This is performed by
arithmetically adding together the functional sizes of the constituent functional structures
according to the purpose of the measurement.

The measurement system proposed by the COSMIC-FFP measurement method offers a scalable
result, which means that the functional size figure can be constructed at the desired level of
abstraction. Furthermore, as demonstrated by Fetcke in [24], the COSMIC-FFP measurement
system meets the dominance and the monotonicity properties; two distinctive and desirable
measurement properties, violated by some other functional size measurement methods, and
contributing theoretically to a) better predictability of effort estimates (in the case of dominance) [24,
pp.150] and b) better predictability of functional size itself (in the case of monotonicity) [24, pp. 152].
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2.2. COSMIC-FFP field trials
The field trials of the COSMIC-FFP method were organized:

• to test that the COSMIC FFP V.2 documentation is understandable and interpretable in a
common and repeatable way across software developers working in different domains, with
different methods of expressing requirements and with different development technologies,
and can be applied with acceptable effort;

• to test that the functional size measures obtained properly reflect the functionality of the
related software requirements as perceived by experts in the requirements and/or that the
functional size measures correlate  with development effort;

• to enable a full transfer of the COSMIC FFP method to the organisations participating in the
field trials, such that they regard it as ‘implemented’;

• to establish initial benchmark performance levels according to the COSMIC FFP method,
against which the participating organisations can compare their own performance.

A protocol was documented to collect specific and standardized data from each participating
industrial partner. This protocol included the subset of compulsory data attributes specified in the data
collection protocol of the International Software Benchmarking Standards Group (ISBSG) [25].

Specific reports have been prepared for each of the participating field trials organizations
addressing how each of the above field trials aims has been met for their own organization; in
addition, specific benchmarking of organizational performance against the full trial data set was
delivered to each participant. This report presents an overview of the field trial results, including an
analysis of the relationship of effort with respect to the software functional size, measured in
COSMIC-FFP size units (Cfsu).  The data set is described, as well as the constraints for the
interpretation of the results.  Further specific reports discussing each of the other field trials aims will
be prepared and published over the next few months.

3. General acceptance of the method in the field trials

During the field trials, the COSMIC FFP method was applied to software in different layers and
peer items of multi-layer, multi-tier architectures from the application areas of telecommunications
(switches and mobile devices), avionics and other defence control software, process control, and
banking software.  The projects were either new developments, or enhancements to existing
systems. As with any measurement process carried out in any field of sciences and engineering, each
organisation has to specify its measurement procedure for the application of a measurement method
in their specific context. This is necessary to implement the generic functional size measurement
rules in the context of the specific organisational means of documenting requirements or functional
specifications such as UML Use Cases or SADT diagrams.  In all cases, measurement procedures
were developed to implement the general COSMIC FFP principle and rules and which satisfied the
local need for unambiguous and repeatable interpretation.

Two specific trials were conducted to test repeatability of sizing of the same specifications by
different measuring engineers.  In the first trial, the documentation of some avionics software was
available to a very high standard and the five engineers who each sized two sets of specifications
were all familiar with the domain.  Near-perfect repeatability was obtained.

In the second trial on specifications of process control software, engineers who were familiar with
the domain obtained results of reasonable repeatability. However, junior engineers with limited
experience of the domain showed poor repeatability.



Our conclusion is that experience of both the COSMIC FFP sizing method and of the domain are
essential to ensure repeatability of sizing.  Specific measurement procedures for implementing the
method in the context of local documentation standards are also necessary.

The general consensus of those participating in the trials was that the COSMIC FFP functional
size method is ‘easy’ or ‘reasonably easy’ to apply.  The measurement effort is similar to that needed
for established functional sizing methods.

Comments from individual organisations participating in the trials include the following:

• ‘Project Teams were able to grasp the elements of the method easily and were enthusiastic about
the method’

• ‘Documentation and effort needed is similar to that for applying the IFPUG method, though there
is an extra step to identify layers’

• ‘The Z-unit has now also continued COSMIC FFP measurements with new starting projects and
decided to implement this measurement technique as a standard procedure in their development
process ’

Finally, organisations that have tried the COSMIC FFP method have realised the value of
producing requirements which are measurable, (as well understandable, traceable, testable, etc.)  In
two cases, errors were discovered in the documentation of software during the field trials as a result
of the rigour of applying the COSMIC FFP sizing method.

4. Relationship with project effort

Field trial data were received from a variety of sources.  The data analysed here have been
selected because they belong to the same functional domain:  they are all for projects developed for
the domain of highly-constrained real-time software.

4.1. Presentation of the data sample
The data used in the analysis below are the 12 software projects from the real time domain;  these

projects were developed and measured by three different organizations from three countries. Training
on the COSMIC-FFP method was organized at these three organizations using the same training
material.  All projects were completed either in 1999 or early 2000. The total size of the 12 software
is 13 961 Cfsu; there were therefore 13 961 elementary data movements identified at the functional
level.  The data sample is presented in Table 1 below.  Of the 12 projects, ten projects were for the
development of new software applications while the other two were projects implementing functional
enhancements to existing software applications.  In terms of functional size, four projects delivered
under 100 Cfsu, six between 142 and 810 Cfsu and two projects were much larger, delivering 3004
and 8251 Cfsu respectively.

While these organizations measured the functional size using the same measurement standard,
that is COSMIC-FFP 2,0, it can be observed from Table 1 that these organizations had different time
recording systems, some with details for three project phases (Specify, Build, Test) while others had
information only for one or two of these project phases.  Effort is reported in hours, as specified in
the data collection protocol defined by the International Software Benchmarking Standards Group
(ISBSG) [25].

Project Type Size (Cfsu) Specify effort
(person-hours)

Build effort
(person-hours)

Test effort
(person-hours)



A Development 32 n.a. 252 n.a.
B Development 76 381 1457 401
C Development 56 68 487 335
D Development 142 136 643 n.a.
E Development 8 115 116 n.a.
F Enhancement 142 2 060 1 487 5 055
G Development 332 468 11 382 254
H Enhancement 624 n.a. 15 815 1 372
I Development 810 1 304 10 903 4 548
J Development 484 n.a. 20 808 6 772
K Development 8251 49 000 66 000 93 000
L Development 3004 32 000 27 000 20 000

TOTAL 13961

Table 1 – COSMIC-FFP data sample for selected field trial results

4.2. Relationship between software functional size and effort
The analysis of the data for the sample represented some difficulties for the following reasons:
• Size of the data sample :  even though 12 data points is within the usual size of samples in

publications (e.g. of the 21 empirical duration models analyzed in [8], 12 of them are derived
from samples containing 20 data points or fewer), it is still a small sample for statistical
analysis;  care must thus be exercised in the interpretations of the results.

• Non-homogeneity of the development processes.  Data was received from three different
organisations each with their own development processes. Even though their processes could
have some similarities within the respective organisations due to the implementation of internal
organisational standards, such a level of standardisation cannot be expected across
organisations.

• Non-homogeneity in the range of some of the key variables:  for example, in this sample, the
two larger projects have a functional size of an order of magnitude greater than the other ten
projects.  In this context, a simple regression model cannot be used since one of its key
requirements is not met, that is that the variables must have a gaussian distribution (e.g. a
normal distribution).  A mathematical transformation is then required:  in this specific instance,
a log transformation was used to normalise the data set.  This allowed then for a proper use
of the regression models, while making data interpretation more difficult for practitioners not
familiar with interpretation of figures with logarithmic scales.  These comments also apply to
the other key variable, the project effort (and for the same two projects with the largest
effort).

• Non-homogeneity in the standards across organisations for data collection of the effort
variable:  this is directly illustrated in the data set by the different abilities of the organisation
of recording effort by project phases (Specify, Build and Test phases), and indirectly since
each organisation had their own practices in defining project phases, even though the reporting
was based in their best effort to match the ISBSG definition of project phase.

4.2.1. Effort to specify
The effort variable is available for the Specify phase for nine projects.  The log-log representation

of this subset is presented in Figure 2.  The coefficient of regression R2 is 0,7824 for the linear
regression model:

Specify Effort = 4,0342 x (Size)0,9903
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Figure 2 – Specify phase – Regression model on Log-log plot (n = 9, R2 = 0,7824)

4.2.2. Effort to build
The effort variable is available for the Build phase of the full set of 12 projects. The regression

model for these 12 is presented in Figure 3. The coefficient of regression R2 is 0,8971 for the linear
regression model:

Build Effort = 12,313 x (Size)1,015

Figure 3 – Build phase regression model on Log-log scale (n = 12, R2 = 0,8971)

4.2.3. Effort to test
The effort variable is available for the Test phase for 9 projects. The regression model for these 9

projects is presented in Figure 4. The coefficient of regression R2 is 0,7019 for the linear regression
model:
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Test Effort = 5,2124 x (Size)1,024

Figure 4 – Test phase regression model on Log-log scale
(n = 9, R2 = 0,7019)

5. Concluding remarks.
This paper has presented the highlights of the analysis of the relationships of project effort with

respect to the functional size variable as measured with COSMIC-FFP.  Taking into account the
significant non-homogeneity of the origin of the data sample (three organisations from three different
countries with different development methodologies and platforms), we would have expected much
less consistency on the relationship across both variables.  For all of the three project phases for
which data was available, the coefficients of determination between size and effort, on a log scale,
varied between 0,7019 and 0,8971 depending on the project phase.  These results are of course of a
preliminary nature, and should be considered only as indicative due to the nature of the data set.

On the other hand, such results have been highly valued within the organisation which provided
the largest number of projects within this sample.  Using the measurements from the projects
contributed to the COSMIC field trials, they have built their own productivity and estimation models,
using COSMIC-FFP as the standard for functional size measurement and adding other in-house
variable to take into account such productivity factors as programming platform and levels of reuse.
Of course such in-house estimation models can be expected to perform much better than models built
from non homogeneous multi-organisational data sets.

The COSMIC FFP method is the first Functional Sizing method to

• be designed by an international group of experts on a sound theoretical basis
• draw on the practical experience of all the main existing FP methods
• be designed to conform to the ISO standard on ‘Functional Size Measurement’ (ISO/IEC 14143-

1)
• be designed to work across MIS and real-time domains, for software in any layer or peer item
• be tested in field trials before being finalised
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